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ABSTRACT
Readability of code is commonly believed to impact the overall quality of software. Poor readability not only hinders developers from understanding what the code is doing but also can cause developers to make sub-optimal changes and introduce bugs. Developers also recognize this risk and state readability among their top information needs. Researchers have modeled readability scores. However, thus far, no one has investigated how readability evolves over time and how that impacts design quality of software. We perform a large scale study of 49 open source Java projects, spanning 8296 commits and 1766 files. We find that readability is high in open source projects and does not fluctuate over project’s lifetime unlike design quality of a project. Also readability has a non-significant correlation of 0.151 (Kendall’s τ) with code smell count (indicator of design quality). Since current readability measure is unable to capture the increased difficulty in reading code due to the degraded design quality, our results hint towards the need of a better measurement and modeling of code readability.
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1 INTRODUCTION
Software development is not an individualistic activity; it is a team effort. In order to make changes, developers need to understand their own, and their peers’ code. This implies that the code needs to be well written and readable. This is especially relevant to Open Source Software (OSS) projects, since new contributors to the project might not have enough experience, might be unfamiliar with the existing code base, and they might be reluctant to ask other developers for clarifications. It comes to us as no surprise that developers have identified readability-understandability as one of their top three information needs [11].

Code that is difficult to read can have wide ranging consequences. It can lead to changes being sub-optimal or changes that introduce potential bugs. It is well established that maintenance of a code base becomes difficult as the project evolves and the team size grows [8]. Researchers have looked at the impact of readability. Beacker et al. [7] looked at the link between readability and understandability. Researchers also identified that comments and full word identifiers play an important part in understanding the code [14, 27, 28]. However, current studies have not investigated the evolution of readability and it’s impact on design quality. Researchers have shown that as a project grows older, its design quality degrades and technical debt accumulates [6]. Intuitively degradation in design quality should have association with readability because code smells make it difficult to understand the code by increasing duplication, obfuscation etc. [6] Moreover code smells makes maintenance [18] difficult as minor alterations require complex edits to the source code which may have unintended side effects and ultimately lead to bugs [25].

In this paper, we answer the following research questions:
• RQ1: What is the average readability scores of open source projects?
• RQ2: How does readability evolve over the lifetime of a project?
• RQ3: Does readability impact design quality of a project?

2 RELATED WORK
Researchers have been looking at ways of measuring readability and its impact on software quality. Buse et al. [9] developed the first model to measure software readability. They defined readability as “a human judgment of how easy a text is to understand” Based on their survey data, Fossett et al. [32] developed an improved readability model using a smaller set of features. Their features focus on the textual complexity or entropy of the source code. Butler et al. [12] investigated the relationship between code quality and readability. Buse et al. [9] also identified the relationship between code readability, defects and code churn. Aggarwal et al. [5] showed that readability impacts maintainability. Readability also impacts the utility of test cases. Daka et al. [13] found that unreadable tests are difficult to maintain and lose value to developers. They showed
that using readability to augment automated unit test generation can help the quality of tests.

Researchers have been also investigating code smells which are symptoms of poor design and implementation choices [18] and their affect on maintainability of software [26]. Researchers have shown association between code smells and bugs [29, 30], and code maintainability problems [18]. Zazworka et al. [36] found that the code smell like God Class is related to technical debt. Ahmed et al. [6] found that ignoring the smells leads to “software decay”. Code smells have been also associated with fault-proneness [19, 25].

Readability is not only an academic research topic, in fact Buse et al. [11] found that developers rank readability of code as one of their top information needs. On the other hand, Yamashita et al. [34] found that a considerable portion (32%) of developers are not aware of code smells. Both readability and code smells impact maintainability, has association with bugginess, so we posit that there is association between these two. To the best of our knowledge no one has investigated the relationship between code smells and readability of a code and our work sheds light on this association.

3 METHODOLOGY

In this study, our goal is to see the average readability of open source projects, how they evolve over time and how that impact software design quality. In the following paragraphs we discuss the various steps we took to collect and analyze the data.

Project Selection Criteria: We selected active open source Java projects from GitHub. We chose Java because it is the most popular programming language [33], and there are more code smell detection tools for Java than other languages [16]. Initially, we randomly selected 200 projects by using the GitHub search mechanism. From these, we eliminate projects that were too small, that is, having fewer than 10 files, or fewer than 500 lines of code. These filters were essential to ensure that the projects we analyzed are representative for real-world projects, and are not throw-away code or class projects, so we followed the guidelines proposed by Kalliamvakou et al. [24]. This left us with 120 projects. Due to time constraints we randomly selected 49 projects out of the remaining 120 for this study. Table 1 provides a summary of features and other descriptive information of our selected 49 projects.

<table>
<thead>
<tr>
<th>Dimension</th>
<th>Max</th>
<th>Min</th>
<th>Average</th>
<th>Std. dev.</th>
</tr>
</thead>
<tbody>
<tr>
<td>Line count</td>
<td>116,238</td>
<td>534</td>
<td>5,837</td>
<td>14,511.73</td>
</tr>
<tr>
<td>Duration (weeks)</td>
<td>350</td>
<td>10</td>
<td>41.37</td>
<td>43.18</td>
</tr>
<tr>
<td># of Developers</td>
<td>105</td>
<td>4</td>
<td>10.78</td>
<td>11.04</td>
</tr>
</tbody>
</table>

Measuring readability score: For our study we first calculate the readability score for each method of our 49 projects using the state of art model proposed by Posnett et al. [32]. They propose the x metric, which uses the following formula:

\[
z = 8.88 - 0.033V + 0.40Lines - 1.5Entropy
\]

We collect the Lines metric using the Cloc [1] tool. We use the Halstead metrics [20] to calculate the Volume, \( V = N \log_2 n \), where the length \( N \) is the sum of total number of operators (\( N1 \)) and operands (\( N2 \)). The Program Vocabulary (\( n \)) is the sum of the number of unique operators (\( n1 \)) and unique operands (\( n2 \)). Entropy for each method is calculated using the Python `entropy` library [2]. Entropy, \( H(X) \), is calculated using the following formula:

\[
H(X) = \sum_{i=1}^{n} P(x_i) \log_2 P(x_i)
\]

where \( X \) is a document and \( x_i \) is a term in \( X \). \( P(x_i) \) is the probability of a change occurring in a document. \( n \) is the total number of documents, in our case, Java source files. We then use the logit function \( \frac{1}{1+e^{-x}} \) to calculate the actual readability score. This normalizes the results to be in the \([0, 1]\) range. After calculating the readability score of each method in the file, we use the median readability of all methods as the readability measure for the whole file. We chose this metric, as opposed to simply adding the readability metrics, because concatenating multiple readable methods should not have a negative impact on the overall readability of a file.

Measuring the evolution of readability: Our aim is to see how readability evolve over time. Previous studies used different ways of partitioning time. Izurieta et al. [22, 23] used releases as the unit of time, others individual commits, or discrete time units (years, months, weeks, days etc.). Though all of these approaches should lead to similar findings, the “resolution” may be different. Furthermore, none of these approaches lead to a true comparison across projects. Projects work at different phases. Projects are of different size, maturity level, and follow different release cycles and policies. Individual commits are the only “level” measure, but would be too fine grained for our purpose. We therefore selected the week as our unit of measure because, while subject to some variation from project to project, did give us fine-grained insight into the evolution of projects.

Measuring Code Smells: To perform code smell analysis for the selected projects, we selected inFusion [3] which detects a wide range of 18 different code smells and have been validated [6] and used by many other studies [15, 17, 21].

Data Analysis: To answer our third research question, we measure correlation using Kendall’s \( \tau \) between total code smell count of a file and readability score. We also perform a Wilcoxon rank sum test to test if there is difference in the mean readability score between smelly code and non-smelly code.

4 RESULTS

In the following section, we present our results structured around our three research questions.

RQ1: What is the average readability scores of open source projects?

To answer our first research question, we collected the readability scores from 1766 files spanning 49 projects. From Figure 1, we see that the readability score of all files are higher than 0.95 on a scale with a standard deviation of 0.04. This indicates that, in general, OSS projects have excellent readability measured using Equation 1.

Observation 1: The OSS projects have high readability scores.

RQ2: How does readability evolve over the lifetime of a project?

Prior research has shown that, as the code base becomes larger and more people contribute, the project quality degrades. It is common belief that readability impact the code quality. We hypothesize that readability would also show some sort of degradation trend
over time. To test this hypothesis, we perform a trend analysis of readability scores over a 350 week period. From Figure 2 we see that, though there is a small amount of fluctuation, eventually the readability score remains steady over time. The shaded band is the 95% confidence interval indicating that the true regression line lies within the shaded region. We know that the code quality measured in terms of design quality degrades over time [6]. Once we saw that readability stay at a constant level throughout a projects lifetime, we hypothesize that the correlation between code smell and readability is very low. To check our hypothesis, we calculated the correlation between code smell and readability.

Observation 2: The OSS projects maintain their high readability scores over time.

For program elements without code smells. The difference in the mean readability score between these two groups is statistically significant (Wilcoxon rank sum test, $W = 31,737, p < 1.879 \times 10^{-7}$). Therefore, we find that program elements that have code smells are, on average, less readable than entities that do not have a code smell. However, when we checked the effect size using Cohen’s D test using the effsize R library [4], we found that the d estimate was 0.098 and was negligible.

Observation 4: Readability of files with code smells is smaller compared to files without code smells; However, the effect size is negligible.

5 DISCUSSION

Prior research on design quality [6] has shown that projects degrade over time, and they accumulate design debt. One might assume that lack of readability contributes to this degradation, even if only partially. This is intuitive since the lack of readability should impede a developer from correctly comprehending the different aspects of a program, which in turn would limit their knowledge of the dependencies in the code, and the potential impact of the changes they are performing. The lack of awareness regarding the impact of changes have been associated with worsening of design quality [35].

However, our analysis reveals almost perfect readability scores across all projects in our data set. Moreover, we find that these projects start with high readability scores and maintain these scores, despite small fluctuations. One possible reason behind such good readability scores is, since OSS projects rely on volunteer contributions and, therefore, need to keep their source code readable. However, it is strange that these projects keep such good readability scores despite receiving contributions from many developers, mostly volunteers with varying levels of experience and project knowledge. Another reason for having high readability scores could be that the code base is public, and developers make extra effort to keep the code readable. Or, it might be that if there are readability issues, any contributor can fix these issues (the ‘many eyeballs’ effect). We speculate that the widespread use of different style guides and code review processes that are required when contributing source code are forcing developers to write highly readable code.

We also found that readability scores are not correlated with the code smell count. Based on our findings, we can speculate that current code readability measurement is not an effective metric when design quality is a concern. Also, it is possible that the metrics used by researchers [9, 32] to measure readability is not appropriate for large projects. The metric we use was proposed by Posnett et al. [32], which was evaluated on small programs; so it might have limited generalizability. Further research on large scale corpus is needed to identify better metrics for modeling readability scores.

Once better models are identified, additional research that investigates the impact of these metrics on code quality is needed. Using the current models we do not find any significant impact of readability on code quality. However, with better measurement metrics and models, we could see more significant impacts; Perhaps even finding thresholds beyond which readability scores severely impact quality, which developers can use to generate warnings. Other kinds of support, for example dashboards or visualizations,
can then display the “health” metrics of the code base, including readability scores to developers and managers. Recall both developers and managers had noted readability-understandability to be their top-3 information needs [10].

6 THREATS TO VALIDITY

Our samples have been from a single project host site, Github. This may be a source of bias, and our findings may be limited to open source projects from Github. However, we believe that the large number of projects sampled more than adequately addresses this concern. Since we are relying on inFusion to detect smells, the accuracy of our results depends on the accuracy of this tool. The efficacy of its threshold-based detection strategies has been evaluated in a previous study [6]. InFusion uses static program analysis to identify smells, and research [31] shows that “intrinsically historical” code smells such as Parallel Inheritance are difficult to detect solely through static analysis. The number of such smells might be different when historical information is taken into account.

7 CONCLUSIONS

Developers need to read and understand code in order to maintain it effectively, therefore making readability a key information need [11]. We studied the efficacy of current readability model in measuring design quality across a large set of projects. Our results show that projects have well maintained high readability scores. Moreover, surprisingly readability is not associated with code smells, which are perceived as important indicators of design quality. Finally, we speculate that such lack of correlation is due to the shortcomings of the models for measuring readability. We hope that this paper provides a call to action for the research community to engage with the topic of identifying better measurements for readability, which intuitively should have a significant impact on defect prediction, and ultimately on the code quality.
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